Lab 6A, Testing

# Lab Intro & Prep

In this week’s lab, you are given some code with a simple test harness, and four empty functions which fail most of the tests. Your task is to implement the functions according to the descriptions in the comments so that they pass all the tests.

* Create a new Java Project in Eclipse named **Week 6**

## Learning Objectives

* Writing a simple test harness for black-box testing
* Revision of a range of Java features

# Exercise 1 – Function Writing

1. Download **TestHarness.java** and **Week6Functions.java** from Moodle (located in **Week 6 Lab Source Code** folder) and import into a new Java project in Eclipse.
2. Run the code (**TestHarness.java)** – you will see a lot of text scrolling past with the results of tests – some passed, some failed.
3. Look at the **main** method of the **TestHarness** class – you will see that it calls a number of test procedures, each testing one of the functions in the **Week6Functions** class.

Your task is to implement the functions so that all of the tests pass. You can comment out all of the calls to the test procedures in the main class apart from the one you are working on at any one time.

## The Functions (located in the Week6Functions class)

**int** average( **int** [] inputArray )

Returns the average value of an array of integers, rounded down to the nearest integer. An empty array should give an average of 0 (revision: arrays).

**float** range( **float** [] inputArray )

Returns the maximum value minus the minimum value for an array of floats which all lie between -1000 and 1000. Empty array returns 0.0f. (revision: arrays).

**int** collatz( **int** n )

Returns the Collatz function, which is equal to 3\*n + 1 if n is odd, or n/2 if n is even (revision: modulus operator %).

**int** compoundInterest( **int** capital, **int** ratePC, **int** years )

Returns the value of **capital** rounded to the nearest integer after years (whole number of **years**) at a percentage interest rate **ratePC**. The formula for this is

![](data:image/png;base64,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)

You can use the java function **Math.pow( x, p )** which returns 𝑥p.

A number can be rounded using **Math.round( double )**

# Extension Exercise

For this exercise, you are required to produce a class with a single function which calculates the interest rate problem from this week’s lecture, and a testing program to test the function. The test plan developed in the lecture has 10 test cases (provided in Table 1). The function should indicate invalid inputs by returning -1.

**Suggested Approach:**

1. Make a class called **TestInterest** with a main method, and a class **BankAccount** with a single public method **int balance( int balance, int years)**. This can return 0 as a placeholder.
2. Using this week’s **TestHarness** class for inspiration (in particular the **testCompoundInterest** function), write the testing code. You will need to add a testing function, and an instance of the **BankAccount** class as a member of the test class.
3. Check that the tests run (even if they fail), then work on the **balance** function. The solution to the **compoundInterest** function in this week’s lab should be a big help here!

Table - Test Plan

|  |  |  |  |
| --- | --- | --- | --- |
| **Test#** | **Deposit** | **Term** | **Expected Result** |
| 1 | 1 | 1 | 1 |
| 2 | 1000 | 10 | 1051 |
| 3 | 1001 | 1 | 1016 |
| 4 | 10000 | 10 | 11605 |
| 5 | 10001 | 5 | 11315 |
| 6 | 50000 | 10 | 64004 |
| 7 | 0 | 1 | Error |
| 8 | 50001 | 10 | Error |
| 9 | 1000 | 0 | Error |
| 10 | 1000 | 11 | Error |